**Assignment 2**

**Name: Atharva Salitri**

**Roll No.: 029**

**Branch: TY CSAI-B**

**Batch: B2**

**PRN: 12310120**

**Title:**

Write a program to implement Quick Sort to sort an array of integers in ascending order. Find out Time and space complexity.

**Objective:**

* To understand the mechanism of comparison-based sorting.
* To implement Bubble Sort in C++ or Java.
* To analyze time and space complexity of Quick Sort.

**Software Requirements:**

* Operating System: Windows/Linux
* Language: C++ or Java
* Compiler: g++/javac

**Hardware Requirements:**

* Processor: 2 GHz or above
* RAM: 4 GB or more
* Disk Space: Minimum 500 MB

**Theory:**

Quick sort is a highly efficient **divide-and-conquer** sorting algorithm. It works by selecting a **pivot element** from the array and partitioning the other elements into two sub-arrays: those less than the pivot and those greater than the pivot. The sub-arrays are then recursively sorted. This process continues until the entire array is sorted**.**

Algorithm:

**Step 1 −** Choose a pivot element from the array (commonly the first, last, or middle element). **Step 2 −** Rearrange the array such that all elements less than the pivot are placed before it, and all greater elements are placed after it (this is called partitioning).

**Step 3 −** Place the pivot in its correct position in the sorted array.

**Step 4 −** Recursively apply the same process to the left sub-array (elements smaller than the pivot) and right sub-array (elements greater than the pivot).

**Step 5 −** Continue until the base case is reached (sub-array size ≤ 1).

**Pseudocode of Quick sort:**

Start

Function quickSort(arr, low, high):

if low < high:

pi = partition(arr, low, high)

quickSort(arr, low, pi - 1) // Recursively sort left sub-array

quickSort(arr, pi + 1, high) // Recursively sort right sub-array

Function partition(arr, low, high):

pivot = arr[high] // Choose last element as pivot

i = low - 1

for j = low to high-1:

if arr[j] < pivot:

i = i + 1

swap(arr[i], arr[j])

swap(arr[i + 1], arr[high])

return (i + 1)

End

**Time Complexity:**

| **Best Case** | O(n log n) |
| --- | --- |
| Average Case | O(n log n) |
| Worst Case | O(n²) |

**Space Complexity:**

Quick sort is an in-place sorting algorithm (no extra array is required). However, it uses the call stack due to recursion.

* Space Complexity = O(log n) for the recursion stack (best/average).
* In the worst case (highly unbalanced partitions), space can grow to O(n).

**CODE:**

import java.util.Scanner;

public class SortingDemo {

    public static void bubbleSort(int[] arr) {

        int n = arr.length;

        for (int i = 0; i < n - 1; i++) {

            for (int j = 0; j < n - i - 1; j++) {

                if (arr[j] > arr[j + 1]) {

                    int temp = arr[j];

                    arr[j] = arr[j + 1];

                    arr[j + 1] = temp;

                }

            }

        }

    }

    public static void quickSort(int[] arr, int low, int high) {

        if (low < high) {

            int pi = partition(arr, low, high);

            quickSort(arr, low, pi - 1);

            quickSort(arr, pi + 1, high);

        }

    }

    public static int partition(int[] arr, int low, int high) {

        int pivot = arr[high];

        int i = low - 1;

        for (int j = low; j < high; j++) {

            if (arr[j] < pivot) {

                i++;

                int temp = arr[i];

                arr[i] = arr[j];

                arr[j] = temp;

            }

        }

        int temp = arr[i + 1];

        arr[i + 1] = arr[high];

        arr[high] = temp;

        return i + 1;

    }

    public static void printArray(int[] arr) {

        for (int num : arr) {

            System.out.print(num + " ");

        }

        System.out.println();

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.println("Enter no. of elements:");

        int n = sc.nextInt();

        int[] arr = new int[n];

        System.out.println("Enter elements:");

        for (int i = 0; i < n; i++) {

            arr[i] = sc.nextInt();

        }

        int[] arrBubble = arr.clone();

        int[] arrQuick = arr.clone();

        System.out.println("Bubble Sort:");

        bubbleSort(arrBubble);

        printArray(arrBubble);

        System.out.println("Quick Sort:");

        quickSort(arrQuick, 0, arrQuick.length - 1);

        printArray(arrQuick);

        sc.close();

    }

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**Time and Space Complexity Analysis:**

* Best Case (balanced partitions): O(n log n)
* Average Case: O(n log n)
* Worst Case (already sorted or reverse sorted with bad pivot choice): O(n²)

**Space Complexity Analysis:**

* Quick Sort is in-place, meaning it does not need extra space for arrays.
* Uses O(log n) space for recursion stack in best/average cases.
* In worst case, recursive stack can grow to O(n).

FUNCTION bubbleSort(A, n) // Space: +1 for n (no new array)

FOR i = 0 TO n-2 // Time: +n-1 (≈ +n)

FOR j = 0 TO n-i-2 // Time: +(n-i-1) per i; total: \*n\*n

IF A[j] > A[j+1] // Time: +1 per check

temp ← A[j] // Space: +1 (temp), Time: +1

A[j] ← A[j+1] // Time: +1

A[j+1] ← temp // Time: +1

ENDIF

ENDFOR

ENDFOR

ENDFUNCTION

// Bubble Sort Total: Time O(n^2), Space O(1) (in-place)[web:12][web:11][web:15]

FUNCTION quickSort(A, low, high) // Space: O(log n) avg., O(n) worst (stack depth)

IF low < high // Time: +1

pi ← partition(A, low, high) // Time: +n (partitioning step)

quickSort(A, low, pi - 1) // Recursion, depth log n avg.

quickSort(A, pi + 1, high) // Recursion, depth log n avg.

ENDIF

ENDFUNCTION

FUNCTION partition(A, low, high) // Space: +1 (pivot), +1 (i), +1 (temp)

pivot ← A[high] // Time: +1

i ← low - 1 // Time: +1

FOR j = low TO high-1 // Time: +(high-low) per call

IF A[j] < pivot // Time: +1 per check

i ← i + 1 // Time: +1

temp ← A[i] // Space: +1, Time: +1

A[i] ← A[j] // Time: +1

A[j] ← temp // Time: +1

ENDIF

ENDFOR

temp ← A[i+1] // Space: +1, Time: +1

A[i+1] ← A[high] // Time: +1

A[high] ← temp // Time: +1

RETURN i + 1 // Time: +1 (return)

ENDFUNCTION

FUNCTION printArray(A, n) // Space: +1 (temp for num)

FOR each num IN A // Time: +n

PRINT num // Time: +1 per iteration

ENDFOR

PRINT newline // Time: +1

ENDFUNCTION

FUNCTION main

DECLARE n // Space: +1

INPUT n // Time: +1

DECLARE array A of size n // Space: +n

FOR i FROM 0 TO n-1 // Time: +n

INPUT A[i] // Time: +1 per iteration

ENDFOR

DECLARE arrBubble as clone of A // Space: +n

DECLARE arrQuick as clone of A // Space: +n

PRINT "Bubble Sort:"

bubbleSort(arrBubble, n) // Time: O(n^2), Space: +1

printArray(arrBubble, n) // Time: +n

PRINT "Quick Sort:"

quickSort(arrQuick, 0, n-1) // Avg Time: O(n log n), Space: O(log n)

printArray(arrQuick, n) // Time: +n

ENDFUNCTION

**Conclusion:**

Quick sort is one of the fastest sorting algorithms for large datasets due to its **divide-and-conquer** approach and average-case **O(n log n)** time complexity.  
However, in the **worst case** (unbalanced partitions), its performance can degrade to **O(n²)**.  
It is widely used in practice and often outperforms other simple algorithms like **Bubble Sort** and **Insertion Sort**.